# Lecture 3. Формы Django

## Определение форм

Django предоставляет специальные возможности по работе с формами, которые позволяют определять функциональноть форм в одном месте и использовать многократно в разных местах, упрощают валидацию данных, помогают связывать формы с моделями и многое другое.

Каждая форма определяется в виде отдельного класса, который расширяет класс forms.Form. Классы размещаются внутри проекта, где они используются. Нередко они помещаются в отдельный файл, который называется, к примеру, forms.py. Однако также формы могут размещаться внутри уже имеющихся в приложении файлов, например, в views.py или models.py.

Например, создадим в приложении новый файл forms.py и поместим в него следующий код:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField()  age = forms.IntegerField() |

Класс формы называется UserForm. Он определяет два поля. Поле name представляет тип forms.CharField и будет генерировать поле input type="text". Поле age представляет тип forms.IntegerField и будет генерировать поле input type="number". То есть первое поле для ввода текста, а второе для ввода чисел.

Далее в файле views.py определим следующее представление:

|  |
| --- |
| **from** django.shortcuts **import** render **from** .forms **import** UserForm  **def** index(request):  userform = UserForm()  **return** render(request, **"index.html"**, {**"form"**: userform}) |

Здесь объект формы передается в шаблон index.html в виде переменной form.

И определим следующий шаблон index.html:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"** />  <**title**>Django Forms</**title**> </**head**> <**body**>  <**table**>  {{ **form** }}  </**table**> </**body**> </**html**> |

Файл urls.py

|  |
| --- |
| **from** django.urls **import** path **from** django.views.generic **import** TemplateView **from** myApplication **import** views  urlpatterns = [  path(**''**, views.index, name=**"homepage"**),  ] |

В итоге из переменной form будет генерироваться следующий код html:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Django Forms</**title**> </**head**> <**body**> <**table**>  <**tr**>  <**th**><**label for="id\_name"**>Name:</**label**></**th**>  <**td**>  <**input type="text" name="name" required id="id\_name"**>  </**td**>  </**tr**>  <**tr**>  <**th**><**label for="id\_age"**>Age:</**label**></**th**>  <**td**>  <**input type="number" name="age" required id="id\_age"**>  </**td**>  </**tr**> </**table**> </**body**> </**html**> |

Результат:
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**Получение POST-запроса**

Теперь с помощью форм Django определим полнофункциональную форму, с которой можно отправлять данные на сервер.

Вначале изменим шаблон index.html:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Django Forms</**title**> </**head**> <**body**> <**form method="POST"**>  {% **csrf\_token** %}  <**table**>  {{ **form** }}  </**table**>  <**input type="submit" value="Send"**> </**form**> </**body**> </**html**> |

Для создания формы здесь использован стандартный элемент html <form>. В начале формы помещен встроенный тег Django {% csrf\_token %}, который позволяет защитить приложение от CSRF-атак, добавляя в форму в виде скрытого поля csrf-токен.

[CSRF](http://ru.wikipedia.org/wiki/%D0%9F%D0%BE%D0%B4%D0%B4%D0%B5%D0%BB%D0%BA%D0%B0_%D0%BC%D0%B5%D0%B6%D1%81%D0%B0%D0%B9%D1%82%D0%BE%D0%B2%D1%8B%D1%85_%D0%B7%D0%B0%D0%BF%D1%80%D0%BE%D1%81%D0%BE%D0%B2) (Cross-Site Request Forgery, также XSRF) – опаснейшая атака, которая приводит к тому, что хакер может выполнить на неподготовленном сайте массу различных действий от имени других, зарегистрированных посетителей.

Какие это действия – отправка ли сообщений, перевод денег со счёта на счёт или смена паролей – зависят от сайта, но в любом случае эта атака входит в образовательный минимум веб-разработчика.

Внизу формы определена кнопка для отправки данной формы на сервер.

Теперь изменим представление в файле views.py:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponse **from** .forms **import** UserForm  **def** index(request):  **if** request.method == **"POST"**:  name = request.POST.get(**"name"**)  *# age = request.POST.get("age") # получение значения поля age* **return** HttpResponse(**"<h2>Hello, {0}</h2>"**.format(name))  **else**:  userform = UserForm()  **return** render(request, **"index.html"**, {**"form"**: userform}) |

Поскольку в шаблоне форма по умолчанию будет отправляться на тот же адрес, то представление обабатывает сразу да типа запросов GET и POST. Для определения типа запроса проверяем значение request.method.

Если запрос типа POST, то вначале создаем объект UserForm, наполняя его данными, которые пришли в запросе через request.POST. То есть это и будут отправленные данные формы. Затем мы можем получить эти данные по отдельности для каждого поля формы. После этого отправляем пользователю сообещние через объект HttpResponse. В прицние тут можно было бы сделать переадресацию или использовать другой шаблон для генерации ответа.

Если запрос представляет тип GET, то просто отправляем форму для ввода данных.

Таким образом, при обращении к приложению мы вначале увидим форму ввода. Введем в нее некоторые данные:

После нажатия на кнопку введенные данные в запросе POST опять же уйдут преставлению index, которое обработает их и в ответ отправить пользователю сообщение с введенным именем:

## Типы полей формы

В формах Django мы можем использовать следующие классы для создания полей форм:

* forms.BooleanField: создает поле <input type="checkbox" >. Возвращает значение Boolean: True - если флажок отмечен и False - если флажок не отмечен.
* forms.NullBooleanField: создает следующую разметку:

|  |
| --- |
| <select>  <option value="1" selected="selected">Unknown</option>  <option value="2">Yes</option>  <option value="3">No</option>  </select> |

* forms.CharField: предназначен для ввода текста и создает следующую разметку:

|  |
| --- |
| <input type="text"> |

* forms.EmailField: предназначен для ввода адреса электронной почты и создает следующую разметку:

|  |
| --- |
| <input type="email"> |

* forms.GenericIPAddressField: предназначен для ввода IP-адреса в формате IP4v или IP6v и создает следующую разметку:

|  |
| --- |
| <input type="text"> |

* forms.RegexField (regex="регулярное\_выражение"): предназначен для ввода текста, который должен соответствовать определенному регулярному выражению. Создает текстовое поле:

|  |
| --- |
| <input type="text"> |

* forms.SlugField(): предназначен для ввода текста, который условно называется "slug", то есть последовательность символов в нижнем регистре, чисел, дефисов и знаков подчеркивания. Создает текстовое поле:

|  |
| --- |
| <input type="text"> |

* forms.URLField(): предназначен для ввода ссылок. Создает следующее поле:

|  |
| --- |
| <input type="url"> |

* forms.UUIDField(): предназначен для ввода UUID (универсального уникального идентификатора). Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.ComboField(fields=[field1, field2,..]): аналогичен обычному текстовому полю за тем исключением, что требует, чтобы вводимый текст соответствовал требованиям тех полей, которые передаются через параметр fields. Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.MultiValueField(fields=[field1, field2,..]): предназначен для создания сложных компоновок, состоящих из нескольких полей.
* forms.FilePathField(path="каталог файлов"): создает список select, который содержит все папки и файлы в определенном каталоге:

|  |
| --- |
| <select>  <option value="folder/file1">folder/file1</option>  <option value="folder/file2">folder/file2</option>  <option value="folder/file3">folder/file3</option>  //.............................................  </select> |

* forms.FileField(): предназначен для выбора файла. Создает следующее поле:

|  |
| --- |
| <input type="file"> |

* forms.ImageField(): предназначен также для выбора файла, но при этом добавляет ряд дополнительных возможностей. Создает следующее поле:

|  |
| --- |
| <input type="file"> |

* forms.DateField(): предназначен установки даты. В создаваемое поле вводится текст, который может быть сконвертирован в дату, например, 2017-12-25 или 11/25/17. Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.TimeField(): предназначен ввода времени, например, 14:30:59 или 14:30. Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.DateTimeField(): предназначен ввода даты и времени, например, 2017-12-25 14:30:59 или 11/25/17 14:30. Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.DurationField(): предназначен временного промежутка. Вводимый текст должен соответствовать формату "DD HH:MM:SS", например, 2 1:10:20 (2 дня 1 час 10 минут 20 секунд). Создает следующее поле:

|  |
| --- |
| <input type="text"> |

* forms.SplitDateTimeField(): создает два текстовых поля для ввода соответственно даты и времени:

|  |
| --- |
| <input type="text" name="\_0" >  <input type="text" name="\_1" > |

* forms.IntegerField(): предназначен для ввода чисел. Создает следующее поле:

|  |
| --- |
| <input type="number"> |

* forms.DecimalField(): предназначен для ввода чисел. Создает следующее поле:

|  |
| --- |
| <input type="number"> |

* forms.FloatField(): предназначен для ввода чисел. Создает следующее поле:

|  |
| --- |
| <input type="number"> |

* forms.ChoiceField(choises=кортеж\_кортежей): генерирует список select, каждый из его элементов формируется на основе отдельного кортежа. Например, следующее поле:

|  |
| --- |
| forms.ChoiceField(choices=((1, "English"), (2, "German"), (3, "French"))) |

будет генерировать следующую разметку:

|  |
| --- |
| <select>  <option value="1">English</option>  <option value="2">German</option>  <option value="3">French</option>  </select> |

* forms.TypedChoiceField(choises=кортеж\_кортежей, coerce=функция\_преобразования, empty\_value=None): также генерирует список select на основе кортежа. Однако дополнительно принимает функцию преобразования, которая преобразует каждый элемент. И также принимает параметр empty\_value, который указывает на значение по умолчанию.
* forms.MultipleChoiceField(choises=кортеж\_кортежей): также генерирует список select на основе кортежа, как и forms.ChoiceField, добавляя к создаваемому полю атрибут multiple="multiple". То есть список поддерживает множественный выбор.
* forms.TypedMultipleChoiceField(choises=кортеж\_кортежей, coerce=функция\_преобразования, empty\_value=None): аналог forms.TypedChoiceField для списка с множественным выбором.

**Виджеты Django**

Выше рассмотренные поля при генерации разметки используют определенные виджеты из пакета forms.widgets. Например, класс CharField использует виджет forms.widgets.TextInput, а ChoiceField использует forms.widgets.Select. Но есть ряд виджетов, которые по умолчанию не используются полями форм, но тем не менее мы их можем задействовать:

* PasswordInput: генерирует поле для ввода пароля <input type="password">
* HiddenInput: генерирует скрытое поле <input type="hidden" >
* MultipleHiddenInput: генерирует набор скрытых полей
* TextArea: генерирует многострочное текстовое поле <textarea></textarea>
* RadioSelect: генерирует список переключателей (радиокнопок) <input type="radio" >
* CheckboxSelectMultiple: генерирует список флажков <input type="checkbox" >
* TimeInput: генерирует поле для ввода времени (например, 12:41 или 12:41:32)
* SelectDateWidget: генерирует три поля select для выбора дня, месяца и года
* SplitHiddenDateTimeWidget: использует скрытое поле для хранения даты и времени
* FileInput: генерирует поле для выбора файла

## Настройка формы и ее полей

**label**

Свойство label позволяет установить текстовую метку, которая отображается рядом с полей. По умолчанию она отображает название самого поля с большой буквы. Например:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(label=**"Имя"**)  age = forms.IntegerField(label=**"Возраст"**) |

Эта форма сформирует следующую веб-страницу:
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**widget**

Параметр widget позволяет задать виджет, который будет использоваться для генерации разметки html:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(label=**"Имя"**)  comment = forms.CharField(label=**"Комментарий"**, widget=forms.Textarea) |

По умолчанию поле CharField использует виджет forms.widgets.TextInput, который создает однострочное текстовое поле. Однако если нам надо создать многострочное текстовое поле, то необходимо воспользоваться виджетом forms.Textarea:

![](data:image/png;base64,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)

**Значения по умолчанию**

С помощью параметра initial можно установить значения по умолчанию.

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(initial=**"undefined"**)  age = forms.IntegerField(initial=18) |

**Порядок полей**

Поля ввода отображаются на веб-странице в том порядке, в котором они определены в классе формы. С помощью свойства **field\_order** можно переопределить порядок, как в классе формы:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField()  age = forms.IntegerField()  field\_order = [**"age"**, **"name"**] |

Так и при определении объекта формы в представлении:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponse **from** .forms **import** UserForm  **def** index(request):  userform = UserForm(field\_order = [**"age"**, **"name"**])  **return** render(request, **"index.html"**, {**"form"**: userform}) |

**help\_text**

Параметр help\_text устанавливает подсказку рядом с полем ввода:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(help\_text=**"Введите свое имя"**)  age = forms.IntegerField(help\_text=**"Введите свой возраст"**) |

**Настройка вида формы**

С помощью специальных методов можно настроить обзее отображение формы:

* as\_table(): отображение в виде таблицы
* as\_ul(): отображение в виде списка
* as\_p(): каждое поле формы отобажается в отдельном параграфе

Применение методов Index.html:

|  |
| --- |
| <**h2**>as\_table</**h2**> <**form method="POST"**>  {% **csrf\_token** %}  <**table**>  {{ **form**.**as\_table** }}  </**table**>  <**input type="submit" value="Send"**> </**form**> <**h2**>as\_ul</**h2**> <**form method="POST"**>  {% **csrf\_token** %}  <**ul**>  {{ **form**.**as\_ul** }}  </**ul**>  <**input type="submit" value="Send"**> </**form**> <**h2**>as\_p</**h2**> <**form method="POST"**>  {% **csrf\_token** %}  <**div**>  {{ **form**.**as\_p** }}  </**div**>  <**input type="submit" value="Send"**> </**form**> |

## Валидация данных

Теоретически пользователь может ввести в форму какие угодно данные и отправить их. Однако не все данные бывают уместными или корректными. Например, в поле для возраста пользователь может ввести отрицательное число, что вряд ли может считаться корректным возрастом. В этой связи для проверки корректности вводимых данных используется механизм валидации.

**Правила валидации**

Основным элементом валидаии являются правила, которые задают параметры корректности вводимых данных. Например, для всех поле по умолчанию устанавливается обязательность ввода значения. И при генерации html-кода для поля ввода устанавливается атрибут required. И если мы попробуем отправить форму, если какое-то из ее полей не введено никакого значения, то мы получим ошибку:

И нам надо будет обязательно ввести какое-то значение в незаполненное поле. Однако это не всегда нужно. Допустим, одно поле может иметь, а может не иметь значение. В этом случае мы можем отключить атрибут required:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField()  age = forms.IntegerField(required=**False**)  email = forms.EmailField(required=**False**) |

**Длина текста**

Для полей, которые требуют ввода текста, например, CharField, EmailField и др., с помощью параметров max\_length и min\_length можно задать соответственно максимальную и минимальную длину вводимого текста в символах.

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(min\_length=2, max\_length=20)  email = forms.EmailField(required=**False**, min\_length=7) |

При генерации разметки для полей ввода будут устанавливаться атрибуты maxlength и minlength.

**Минимальное и максимальное число**

Для объектов IntegerField, DecimalField и FloatField можно устанавливать параметры max\_value и min\_value, которые задают соответственно максимально допустимое и минимально допустимое значение.

DecimalField дополнительно может принимать еще параметр decimal\_places, который указывает на максимальное количество знаков после запятой.

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField()  age = forms.IntegerField(min\_value=1, max\_value=100)  weight = forms.DecimalField(min\_value=3, max\_value=200, decimal\_places=2) |

**is\_valid**

Выше рассмотренные атрибуты позволяют валидировать значения при вводе на стороне клиента. Однако практически пользователя, имея определенные навыки, могут все равно отправить форму с заведомо некорректными данными. Например, через инструменты для разработчиков в веб-браузере можно подправить исходный код формы, добавив ей атрибут novalidate, который отключает клиентскую валидацию. Поэтому проверку на валидность данных также надо определять на стороне сервера. Для этого у формы вызывается метод is\_valid(), который возвращает True, если данные корректны, и False - если данные некорректны. Чтобы использоать этот метод, надо создать объект формы и передать ей пришедшие из запроса данные.

Итак, определим следующее представление в файле views.py:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponse **from** .forms **import** UserForm   **def** index(request):  **if** request.method == **"POST"**:  userform = UserForm(request.POST)  **if** userform.is\_valid():  name = userform.cleaned\_data[**"name"**]  **return** HttpResponse(**"<h2>Hello, {0}</h2>"**.format(name))  **else**:  **return** HttpResponse(**"Invalid data"**)  **else**:  userform = UserForm()  **return** render(request, **"index.html"**, {**"form"**: userform}) |

Если приходит POST-запрос, то в начале заполняем форму пришедшими данными:

|  |
| --- |
| userform = UserForm(request.POST) |

Потом проверяем их корректность:

|  |
| --- |
| if userform.is\_valid(): |

После проверки на валидность мы можем получить данные через объект cleaned\_data (если данные корректны):

|  |
| --- |
| name = userform.cleaned\_data["name"] |

Если данные некорректны, можно предусмотреть альтернативный вывод:

|  |
| --- |
| return HttpResponse("Invalid data") |

Для тестирования формы можно установить у ней атрибут novalidate:

|  |
| --- |
| <**form method="POST" novalidate**>  {% **csrf\_token** %}  <**table**>  {{ **form** }}  </**table**>  <**input type="submit" value="Send"**> </**form**> |

## Детальная настройка полей формы

Форма и поля допускают установку ряда параметров, которые позволяют частично кастомизировать отображение полей и формы. Тем не менее этого нередко бывает недостаточно. Например, необходимо применить стилизацию или добавить рядом с полем ввода какой-нибудь специальный текст. И Django позволяет нам коренным образом изменить всю композицию создаваемых полей.

В частности, в шаблоне компонента мы можем обратиться к каждому отдельному полю формы через название формы: form.название\_поля. По названию поля мы можем получить непосредственно генерируемый им элемент-html без внешних надписей и какого-то дополнительного кода. Кроме того, каждое поле имеет ряд ассоциированных с ним значений:

* form.название\_поля.name: возвращает название поля
* form.название\_поля.value: возвращает значение поля, которое ему было передано по умолчанию
* form.название\_поля.label: возвращает текст метки, которая генерируется рядом с полем
* form.название\_поля.id\_for\_label: возвращает id для поля, которое по умолчанию создается по схеме id\_имяполя.
* form.название\_поля.auto\_id: возвращает id для поля, которое по умолчанию создается по схеме id\_имяполя.
* form.название\_поля.label\_tag: возвращает элемент label, который представляет метку рядом с полем
* form.название\_поля.help\_text: возвращает текст подказки, ассоциированный с полем
* form.название\_поля.errors: возвращает ошибки валидации, связанные с полем
* form.название\_поля.css\_classes: возвращает css-классы поля
* form.название\_поля.as\_hidden: генерирует для поля разметку в виде скрытого поля <input type="hidden">
* form.название\_поля.is\_hidden: возвращает True или False в зависимости от того, является ли поле скрытым
* form.название\_поля.as\_text: генерирует для поля разметку в виде текстового поля <input type="text">
* form.название\_поля.as\_textarea: генерирует для поля разметку в виде <textarea></textarea>
* form.название\_поля.as\_widget: возвращает виджет Django, ассоциированны с полем

Так, чтобы получить текст на метке поля, которое называется age, нам надо использовать выражение form.age.label.

Например, возмьмем простейшую форму:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField()  age = forms.IntegerField() |

В представлении передадим эут форму в шаблон:

|  |
| --- |
| **from** django.shortcuts **import** render **from** django.http **import** HttpResponse **from** .forms **import** UserForm  **def** index(request):  userform = UserForm()  **if** request.method == **"POST"**:  userform = UserForm(request.POST)  **if** userform.is\_valid():  name = userform.cleaned\_data[**"name"**]  **return** HttpResponse(**"<h2>Hello, {0}</h2>"**.format(name))  **return** render(request, **"index.html"**, {**"form"**: userform}) |

И в шаблоне index.html пропишем использование полей формы:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Django Forms</**title**> </**head**> <**body**> <**form method="POST" novalidate**>  {% **csrf\_token** %}  <**div**>  {% **for field in form** %}  <**div class="form-group"**>  {{ **field**.**label\_tag** }}  <**div**>{{ **field** }}</**div**>  <**div class="error"**>{{ **field**.**errors** }}</**div**>  </**div**>  {% **endfor** %}  </**div**>  <**input type="submit" value="Send"**> </**form**> </**body**> </**html**> |

Фактически форма представляет набор полей, и с помощью выражения {% for field in form %} мы пробегаемся по каждому полю на форме и можем управлять его отображением - отображением собственно поля и связанных с ним атрибутов - ошибок, текста подсказки, метки и т.д.

Например, после отправки некорректных данных мы получим следующую веб-страницу:
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Одно поле может содержать несколько ошибок. В этом случае можно использовать тег for для их последовательного вывода:

|  |
| --- |
| {% **for error in field**.**errors** %}  <**div class="alert alert-danger"**>{{ **error** }}</**div**> {% **endfor** %} |

## Стилизация полей форм

Поля формы применяют некоторые стили по умолчанию. Если же мы хотим применить к ним какие-то собственные стили и классы, то нам надо использовать ряд механизмов.

Прежде всего мы можем вручную выводить каждое поле и определять правила стилизации для этого поля или окружающих его блоков. Возьмем простейшую форму:

|  |
| --- |
| from django import forms    class UserForm(forms.Form):  name = forms.CharField(min\_length=3)  age = forms.IntegerField(min\_value=1, max\_value=100) |

В шаблоне пропишем ее использование:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Django Forms</**title**>  <**style**>  .**alert** {  **color**: **red** }   .**form-group** {  **margin**: 10**px** 0;  }   .**form-group input** {  **width**: 250**px**;  **height**: 25**px**;  **border-radius**: 3**px**;  }  </**style**> </**head**> <**body class="container"**> <**form method="POST" novalidate**>  {% **csrf\_token** %}  <**div**>  {% **for field in form** %}  <**div class="form-group"**>  {{ **field**.**label\_tag** }}  <**div**>{{ **field** }}</**div**>  {% **if field**.**errors** %}  {% **for error in field**.**errors** %}  <**div class="alert alert-danger"**>  {{ **error** }}  </**div**>  {% **endfor** %}  {% **endif** %}  </**div**>  {% **endfor** %}  </**div**>  <**input type="submit" value="Send"**> </**form**> </**body**> </**html**> |

Результа при отправке формы с ошибками:

![](data:image/png;base64,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)

Второй механизм представляют свойства формы required\_css\_class и error\_css\_class, который соответственно применяют класс css к метке, создаваемой для поля формы, и к блоку ассоциированных с ним ошибок.

Например, определим следующую форму:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(min\_length=3)  age = forms.IntegerField(min\_value=1, max\_value=100)  required\_css\_class = **"field"** error\_css\_class = **"error"** |

В этом случае в шаблоне у нас должны быть определены или подключены классы "field" и "error":

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"** />  <**title**>Django Forms</**title**>  <**style**>  .**field**{**font-weight**:**bold**;}  .**error**{**color**:**red**;}  </**style**> </**head**> <**body class="container"**>  <**form method="POST" novalidate**>  {% **csrf\_token** %}  <**table**>  {{**form**}}  </**table**>  <**input type="submit" value="Send"** >  </**form**> </**body**> </**html**> |

Но также можно было бы комбинировать оба способа:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"** />  <**title**>Django Forms</**title**>  <**style**>  .**field**{**font-weight**:**bold**;}  .**error**{**color**:**red**;}  </**style**> </**head**> <**body**>  <**form method="POST" novalidate**>  {% **csrf\_token** %}  <**div**>  {% **for field in form** %}  <**div class="row"**>  {{**field**.**label\_tag**}}  <**div class="col-md-10"**>{{**field**}}</**div**>  {% **if field**.**errors**%}  <**div class="error"**>{{**field**.**errors**}}</**div**>  {% **endif** %}  </**div**>  {% **endfor** %}  </**div**>  <**input type="submit" value="Send"** >  </**form**> </**body**> </**html**> |

Третий механизм стилизации представляет установка классов и стилей через виджеты:

|  |
| --- |
| **from** django **import** forms  **class** UserForm(forms.Form):  name = forms.CharField(widget=forms.TextInput(attrs={**"class"**: **"myfield"**}))  age = forms.IntegerField(widget=forms.NumberInput(attrs={**"class"**: **"myfield"**})) |

В данном случае через параметр виджетов attrs устанавливаются атрибуты того элемента html, который будет генерироваться. В частности, здесь для обоих полей устанавливается атрибут class, который представляет класс myfield.

И, допустим, в шаблоне будет определен класс myfield:

|  |
| --- |
| <!DOCTYPE **html**> <**html**> <**head**>  <**meta charset="utf-8"**/>  <**title**>Django Forms</**title**>  <**style**>  .**myfield** {  **border**: 1**px solid #ccc**;  **border-radius**: 5**px**;  **height**: 25**px**;  **width**: 200**px**;  **margin**: 10**px** 10**px** 10**px** 0;  }  </**style**> </**head**> <**body**> <**form method="POST"**>  {% **csrf\_token** %}  <**div**>  {% **for field in form** %}  <**div class="row"**>  {{ **field**.**label\_tag** }}  <**div class="col-md-10"**>{{ **field** }}</**div**>  </**div**>  {% **endfor** %}  </**div**>  <**input type="submit" value="Send"**> </**form**> </**body**> </**html**> |